**DSA Assignment 6**

[**https://github.com/PrathamAsrani/DSA\_C/blob/master/assignment\_6.c**](https://github.com/PrathamAsrani/DSA_C/blob/master/assignment_6.c)

Suppose there are two stack both of which intersect at some point and become a single stack. The head or start pointers of both the stack are known, but the intersecting node is not known. Also, the number of nodes in each of the lists before they intersect is unknown and may be different in each list. List1 may have n nodes before it reaches the intersection point, and List2 might have m nodes before it reaches the intersection point where m and n may be m = n,m < n or m > n. Give an algorithm for finding the merging point.

Ans 1 :

#include <stdio.h>

#include <stdlib.h>

struct stack

{

    int \*data;

    int size, top;

};

int isFull(struct stack \*s);

int isEmpty(struct stack \*s);

struct stack \*create(int size);

void push(struct stack \*s, int data);

int pop(struct stack \*s);

void search(struct stack \*s1, struct stack \*s2);

int main()

{

    int m, n;

    printf("Enter size of stack 1: ");

    scanf("%d", &m);

    printf("Enter size of stack 2: ");

    scanf("%d", &n);

    struct stack \*s1 = create(m);

    struct stack \*s2 = create(n);

    int ele1, ele2;

    printf("Enter the elements for stack 1 : \n");

    for (int i = 0; i < m; i++)

    {

        scanf("%d", &ele1);

        push(s1, ele1);

    }

    printf("Enter the elements for stack 2 : \n");

    for (int i = 0; i < n; i++)

    {

        scanf("%d", &ele2);

        push(s2, ele2);

    }

    search(s1, s2);

    return 0;

}

int isFull(struct stack \*s)

{

    if (s->top == s->size - 1)

    {

        return 1;

    }

    else

    {

        return 0;

    }

}

int isEmpty(struct stack \*s)

{

    if (s->top == -1)

    {

        return 1;

    }

    else

    {

        return 0;

    }

}

struct stack \*create(int size)

{

    struct stack \*ptr = (struct stack \*)malloc(sizeof(struct stack));

    ptr->size = size;

    ptr->top = -1;

    ptr->data = (int \*)malloc(ptr->size \* sizeof(int));

    return ptr;

}

void push(struct stack \*s, int data)

{

    if (isFull(s))

    {

        printf("Stack is full\n");

    }

    else

    {

        s->top++;

        \*(s->data + s->top) = data;

    }

}

int pop(struct stack \*s)

{

    if (isEmpty(s))

    {

        printf("Stack is empty\n");

    }

    else

    {

        int top = \*(s->data + s->top);

        s->top--;

        return top;

    }

}

void search(struct stack \*s1, struct stack \*s2)

{

    int i = 0, j = 0;

    while (i < s1->size)

    {

        int key = s1->data[i];

        while (j < s2->size)

        {

            if (key == s2->data[j])

            {

                printf("Match found, same number is : %d\n", key);

                printf("The index in stack 1 is : %d\n", i+1);

                printf("The index in stack 2 is : %d\n", j+1);

            }

            j++;

        }

        j = 0;

        i++;

    }

}

Q. 2 design a single algo. to convert infix to postfix expressio and simultaneously evaluate the postfix expression. Use 2 stacks (operand and operator)

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct Stack

{

    int size, top;

    int \*data;

};

/\* Infix to postfix \*/

int isFull(struct Stack \*s);

int isEmpty(struct Stack \*s);

char stacktop(struct Stack \*s);

void push(struct Stack \*s, char x);

char pop(struct Stack \*s);

int isOperator(char ch);

int precedence(char ch);

char \*infixToPostfix(char \*infix);

/\* Infix to postfix \*/

/\* Evaluation to postfix \*/

int calculation(char c, int num1, int num2);

int int\_converter(char c);

void push1(struct Stack \*s, int c);

int pop1(struct Stack \*s);

int evaluation\_of\_postfix(char \*postfix);

/\* Evaluation to postfix \*/

int main(){

    char \*infix = "a+d-e/s";

    printf("The input infix expression : %s\n", infix);

    char \*postfix;

    postfix = infixToPostfix(infix);

    printf("Postfix Expression is %s\n", postfix);

    char \*postfix\_exp = "6+8-9/1";

    int re = evaluation\_of\_postfix(&postfix\_exp);

    printf("The ans : %d\n",re);

}

int isFull(struct Stack \*s)

{

    if (s->top == s->size - 1)

    {

        return 1;

    }

    else

    {

        return 0;

    }

}

int isEmpty(struct Stack \*s)

{

    if (s->top == -1)

    {

        return 1;

    }

    else

    {

        return 0;

    }

}

char stacktop(struct Stack \*s)

{

    return s->data[s->top];

}

void push(struct Stack \*s, char x)

{

    if (isFull(s))

    {

        printf("Stack is full\n");

    }

    else

    {

        s->top++;

        s->data[s->top] = x;

    }

}

char pop(struct Stack \*s)

{

    if (isEmpty(s))

    {

        printf("Stack id empty\n");

    }

    else

    {

        char c = s->data[s->top];

        s->top--;

        return c;

    }

}

int isOperator(char ch)

{

    if (ch == '+' || ch == '-' || ch == '\*' || ch == '/')

    {

        return 1;

    }

    return 0;

}

int precedence(char ch)

{

    if (ch == '/' || ch == '\*')

    {

        return 2;

    }

    else if (ch == '+' || ch == '-')

    {

        return 1;

    }

    return 0;

}

char \*infixToPostfix(char \*infix)

{

    struct Stack \*p = (struct Stack \*)malloc(sizeof(struct Stack));

    p->size = strlen(infix);

    p->top = -1;

    p->data = (int \*)malloc(p->size \* sizeof(int));

    char \*postfix = (char \*)malloc((p->size+1)\*sizeof(char));

    // if(!isOperator(infix))

    int i = 0, j = 0;

    while (infix[i] != '\0')

    {

        if (!isOperator(infix[i]))

        {

            postfix[j] = infix[i];

            i++;

            j++;

        }else{

            if(precedence(infix[i])>precedence(stacktop(p))){

                push(p, infix[i]);

                i++;

            }else{

                postfix[j] = pop(p);

                j++;

            }

        }

    }

    while (!isEmpty(p))

    {

        postfix[j] = pop(p);

        j++;

    }

    postfix[j] = '\0';

    return postfix;

}

int calculation(char c, int num1, int num2){

    int result;

    switch (c)

    {

    case '+':

        result = num1+num2;

        break;

    case '-':

        result = num1-num2;

        break;

    case '\*':

        result = num1\*num2;

        break;

    case '/':

        result = num1/num2;

        break;

    case '%':

        result = num1%num2;

        break;

    case '^':

        result = num1^num2;

        break;

    default:

        break;

    }

    return result;

}

int int\_converter(char c){

    int a = (int)c - 48;

    return a;

}

void push1(struct Stack \*s, int c){

    if(isFull(s)){

        printf("Stack is full\n");

    }else{

        s->top++;

        s->data[s->top] = c;

    }

}

int pop1(struct Stack \*s){

    if(isEmpty(s)){

        printf("Stack is empty\n");

    }else{

        int val = s->data[s->top];

        s->top--;

        return val;

    }

}

int evaluation\_of\_postfix(char \*postfix){

    struct Stack \*operator = (struct Stack \*)malloc(sizeof(struct Stack));

    operator->top = -1;

    operator->size  = strlen(postfix);

    operator->data = (int\*) malloc(operator->size \* sizeof(int));

    int i = 0;

    while(postfix[i] != '\0'){

        if(!isOperator(postfix[i])){

            push1(operator, (int)postfix[i]);

            i++;

        }

        else{

            int a = int\_converter(pop1(operator));

            int b = int\_converter(pop1(operator));

            int c = calculation(postfix[i], b, a);

            push1(operator, c);

            i++;

        }

    }

    int result = (pop1(operator));

    return result;

}

Output :

![](data:image/png;base64,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)

Conclusion : Hence we successfully implemented Stack operations, Infix to postfix using stack, and postfix evaluation.